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# INTRODUCTION TO MATLAB

‘MATLAB’ is a high performance for technical computing. It integrates computation visualization and programming in an easy to use environment where problem and solution are expresses in mathematical notation.

Typical uses includes

* Math and computation
* Algorithm development
* Modeling and proto typing
* Data analysis, exploration and visualization
* Scientific and engineering graphics
* Application development, including graphical user interface building

MATLAB is an interactive system whose basic data element is an array that doesn’t require dimensioning. This helps in solving many technical computing problems, especially those with matrix and vector formulation in a fraction of the time it would take to write a program in a scalar interactive language such as ’c’ or for tan.

The name ‘MATLAB’ stands for matrix laboratory.MATLAB was originally written to provide easy access to matrix software developed by the LINPACK and EISPACK projects, which together represents the state of art in software for matrix computation.

The ‘MATLAB’ system consists of five main parts

# THE MATLAB LANGUAGE:-.

This is high level matrix /array language with control flow statements functions, data structurers, IO features.

# MATLAB WORKING ENVIRONMENT:-

It includes facilities for managing the variables in your workspace and exporting data. It also includes tools for developing, managing and profiling M- files MATLAB’s applications.

# HANDLE GRAPHICS:-

This is the MATLAB graphic system. It includes high level commands for two dimensional and three dimensional data visualization, image processing, animation and presentation graphics.

# MATLAB MATHEMATICAL FUNCTION LIBRARY:-

This is a vast collection of ‘n’ computational algorithm ranging from elementary functions like sum, sine, and cosine to more sophisticated functions like matrix inverse, matrix Eigen value, Bessel function and FFT functions

# MATRIX APPLICTION PROGRAM INTERFACE (API)

This is a library that allows the uses to write ‘c’ and FORTAN programs that interact with MATLAB.

# TOOL BOX IN MATLAB

* + Communication tool box.
  + Control system tool box
  + Signal processing toolbox.
  + Data Acquisition tool box.
  + Filter design toolbox
  + Financial derivates toolbox.
  + Image processing
  + Instrument control toolbox.
  + Neutral network toolbox.
  + Wavelet toolbox.

# SIGNAL PROCESSING TOOL BOX:-

The signal processing toolbox in ‘MATLAB’facilites in analysis of signal and design of systems.

This contains a list of functions pertaining to the various areas of signal processing.

* Wave generation and plotting Eg.sine,cosine,
* Filter analysis and implementation eg.conv,filter
* Linear system and transformation
* IIR filter design
* FIR filter design eg.cremez
* IIR filter order selection.eg.butt ord.
* Transforms eg.DFT,FFT
* Statisti8cal signal processing:eg.csd,Pcov
* Windows eg.boxcar, triang.

**EXP NO: 1**

# GENERATION OF SIGNALS

**AIM**

Program to generate the following signals using MATLAB.

1. Unit impulse signal
2. Unit pulse signal
3. Unit ramp signal
4. Bipolar pulse
5. Triangular signal

# TOOLS REQUIRED:-

MATLAB

# PROGRAM

%% Impulse signal

clc;

clear all;

close all; p=[0];

q=[1];

subplot(5,1,1);

stem(p,q);

xlabel('n');

ylabel('x(n)'); title('impulse'); t=1:0.1:100;

%% Bipolar SQUARE WAVE a=0.7\*square(t); subplot(5,1,2);

plot(t,a);

title('square');

xlabel('time');

ylabel('amplitude');

%%RAMP WAVE

t=-10:10;

b=(t>=0).\*t;

subplot(5,1,3);

plot(t,b);

title('ramp');

xlabel('time');

ylabel('amplitude');

% PULSE WAVE

fs = 100E9; % sample freq

D = [2.5 10 17.5]' \* 1e-9; % pulse delay times t = 0 : 1/fs : 2500/fs; % signal evaluation time w = 1e-9; % width of each pulse(in nano seconds) yp = 1\*pulstran(t,D,@rectpuls,w);

subplot(5,1,4); plot(t\*1e9,yp); axis([0 25 -0.2 2]);

xlabel('Time (ns)');

ylabel('Amplitude');

%%The first pulse occur at 2.5ns with a width 1ns

% Sawtooth wave T = 10\*(1/50);

fs = 1000;

t = 0:1/fs:T-1/fs;

x = sawtooth(2\*pi\*50\*t,1/2); subplot(5,1,5);

plot(t,x); title('triangular'); xlabel('time'); ylabel('amplitude'); grid on;

**RESULT**

Basic continuous signals Unit impulse signal, Unit pulse signal, Unit ramp signal, Bipolar pulse, Triangular signal were generated.

**EXP NO: 2**

# VERIFICATION OF THE PROPERTIES OF DFT

**AIM**

1. Generate and appreciate a DFT matrix.
   * Write a function that returns the N point DFT matrix **VN** for a given N.
   * Plot its real and imaginary parts of **VN** as images using *matshow*or *imshow*commands (in Python) for *N* = 16, *N* = 64 and *N* = 1024
   * Compute the DFTs of 16 point, 64 point and 1024 point random sequences using the above matrices.
   * Observe the time of computations for *N* = 2*γ* for 2 *γ* 18
   * Use some iterations to plot the times of computation against *γ*. Plot and understand this curve. Plot the times of computation for the *fft*function over this curve and appreciate the computational saving with FFT.
2. Write a python function *circcon.py* that returns the circular convolution of an *N*1 point sequence and an *N*2 point sequence given at the input. The easiest way is to convert a linear convolution into circular convolution with *N* = *max*(*N*1*, N*2).
3. For the complex random sequences *x*1[*n*] and *x*2[*n*],
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* + Generate two random complex sequences of say 5000 values.
  + Prove the theorem for these signals.

# TOOLS REQUIRED:-
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To understand how this is correct, consider a general linear transformation of the form .
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# CIRCULAR CONVOLUTION
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of one sample in the clockwise direction, and repeating the operation of computing the sum of corresponding products. This process is repeated until the first sample of inner circle lines up with the first sample of the exterior circle again.

# PARSEVAL’S RELATION

Parseval’s theorem states that the energy or power of a periodic signal in the time domain is equal to the energy or power in the frequency domain.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYMAAAAYCAIAAACX0AZxAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFIUlEQVR4nO2cvZayOhSGd1zfpcAULq8ArwBOM9W0dqGEZrqvtDsNlNjZWk0jXAFcgctiwr3kFPwm/CMIHvdTqSuEvV/flcSdIOGcAzKCwCQG+NzTlw4EeWHQRRmbpQN4RQKTEHK8aUvHgbwy6CIBHIlGoHuc8/PX0mEgLw26SKDHSBSYhBBCzAAAAGJ3X3rXeWGfdjOTxk/I3o2XjgXg9fWEUZK+etboosmRJGVO2/KQ+pxzzhyqadkbzhwtfdWMTwFA0zSQWvoUNId1XMxLMbXfyadZO6HX0l2Yo6UvfdrV2zCYU8lOin01elYia7nfOEnXmDW6SGbVLtoo1tnR5CvEzgAAvs4+PRm9x9LHV55pPO2lPN2TxKmgWGFoKQAA6lajn/MXBteqZ0KhajqLVmb4cZKuNWt0UZlVu2iTZR3ZB7E7/VvsR/eqWaeBlFnJ4lUmdg/3v5PtUAQmIaodwcmoSXhhPfM1b3n1XkWxwvaJtxNRUnTRYNBFUJJ0k/SXZK0Kd1SsMJ9MbneWZ30Vm0ikA92qiN39Ac4T7pQmQ35jwovpGZiEGLdsHmWOBqefeUoCNZKiiwaCLipLmlasFSv0KUDXSk/3fHqy7WiWsGYiyTa0FAjMp1XqFtEzdo8noH7uumyJPzlNkqKLpuWtXFTsneleknVlIReYqh1laiStumldeQqtuleRxTZB3r63GWL3YEeRrRJCiHGqb1FZy07yK+HpesbXSwRiEUOxwl5zeKFBD2FbJUUXoYtGuqimHjbl3oBEuUrPHKHyX7ovczSpVpcKnbTwqVjKqzQfshcwK0/VU5ZFpiJT+QNJsockRRdNy3u4qHqeiPpPOnrO7sXgq3zsAG6/rVMHzQ7Fq9vlzqU2T3yk4Yqn6SnR/wBM7O7Jz+e0tRl0URvooiqlkSh298bNYU/LWN0WpbD49waw+1iiTDlsXd0ys9R0XKdncr+Zag3RnWUvdS+d385t3ohslahTlmzQReiiUeQjUWCq9s6faF7Mv5c2qRQr9OnJIIQQotrwRPfKYTT7YrwejXoOrgD2EhMA9E8Kg3c5NIdxzhytphIxBnQRumjQlQXpSBSYNQNvYDaH3XZmIXYPly/GOWfOraXsH7v745Y9/m2tken07CkmQHrWpLTREvzUFlerKFboU3m7eATooml5KxdtkvgNqAy8sXtMQghMQojppkmmTmk5sxBfL1GyRFY+du0/29PaeUZDDrG7N075BkJgqnYEka2u9PRbp5452W9wM2jWc4CY2TmzdIFAyM9n26mzXEczgLRq0r5F9VjW6KKBvJuL/qR9gUHqhr4dZEenLsA4VwKTHK+x1TXzaFsVIIksujOAuubx9QIO43lXsbtXj+63XrcSDblVvPM49/oltwideubon1TbfndO433EzBG1AtDDppa6oKN83VDQRdPyfi7aVMbYMln4APSvmGr7ifJSyavoQiS+XqJSs2QTZJlq4yA6noGuzlllCjFOBiHEgFzVFj17iLk46KJhoIuqNNfZCnyanWbodcYif1654UHjFHnRV7R89CnqeRn+DHSlAw2on2bZFXhPMXvetlvV+SRFF5VBF0n0GImK82DCybAel8x6HGsxmEMdVv5qhyWZfZXU5/1s9P8QE10kgi6SIBz/x3ogsWte//EslvwD8ffv/t+PfqfhESQHXSTxZ+kAXpH8GWhimFtn6WiQ1wRdJIAj0XgSF9lA/aUjQV4XdFEC/qP+QEY9A40gAuiiCv8BAfZWjk3iVCgAAAAASUVORK5CYII=)If G[k] denotes the N-point DFT of the length N sequence g[n], then:

.

# PROGRAM

**DFT**

#GENERATE AND APPRECIATE DFT MATRIX

import numpy as np from scipy import fft

import matplotlib.pyplot as plt import time

import random import math

N=int(input('how many point dft:'))

#program for direct computation of DFT start1=time.time()

V\_N=np.empty((N, N), dtype=np.cdouble); W=np.exp(-1j\*2\*np.pi/N)

k= np.arange(N)

for n in np.arange(N):

V\_N[:, n]= W\*\*(k\*n) np.round(V\_N)

xn = random.sample(range(0, 1500), N)

X=V\_N@xn; # @ is the matrix multiplication operator np.round(X)

end1=time.time()

#program for calculation of DFT using FFT function start2=time.time()

y=fft.fft(xn, axis=0) end2=time.time() print("Input sequence=",xn) print("Direct DFT of xn=",X) print("FFT of xn=",y) t1=end1 - start1

print("Runtime of the direct computation=",t1) t2=end2 - start2

print(f"Runtime of the fft computation=",t2) eff=100-((t2/t1)\*100)

print("Computational saving of FFT as compared to direct DFT=",eff, "%")

#to plot real and imaginary parts of V\_N plt.subplot(1, 3, 1) plt.title('$\mathrm{Re}(\mathrm{DFT}\_N)$')

plt.imshow(V\_N.real) plt.xlabel('Time (sample, index $n$)') plt.ylabel('Frequency (index $k$)') plt.subplot(1, 3, 2)

plt.title('$\mathrm{Im}(\mathrm{DFT}\_N)$') plt.imshow(V\_N.imag)

plt.xlabel('Time (samples, index $n$)') plt.ylabel('Frequency (index $k$)')

#to find value of gamma(no. of stages) gamma=math. log2(N) print("\u03B3=",gamma)

# CIRCULAR CONVOLUTION

#CIRCULAR CONVOLUTION

import numpy as np from scipy import signal g=np.array([1, 5, 0])

h=np.array([2, 3, 6, 7, 9, 10]) def circonv(g, h):

N1=g.size N2=h.size N=max(N1,N2)

y=np.zeros(N) if N1>N2:

h=np.append(h,np.zeros(N1-N2)) elif N2>N1: g=np.append(g,np.zeros(N2-N1))

htr=np.concatenate([[h[0]], h[:0:-1]])#circular time-reversal for n in np.arange(N):

y[n] =np.sum(g\*htr) htr=np.roll(htr,1)#circular shift by 1 unit return y

print(circonv(g,h))

**PARSEVAL'S THEOROM**

# Verify Parseval’s relation for a sequence g[n]

![](data:image/png;base64,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)

print(g)

LHS = np.sum(g\*\*2) G = fft.fft(g)

RHS = 1/G.size \* np.sum(np.abs(G)\*\*2) print(LHS, RHS)

**EXPERIMENT 3**

**FAMILIARISATION OF DSP KIT-TMS320C6748**

**AIM:-**

To familarize with DSP kit -TMS320 C6748

# COMPONENTS USED:-

Computer, DSP kit, Function Generator Software used :- CCStudio V10.1.0

**THEORY**:-

The DSP kit VSK 6748 is based on TMS 320 C6748 processor which is used for low power dual core applications. TMS 320 C6748 is based on Texas instruments very long instruction word (VLIW) architecture. This processor is well suited for numerically intensive algorithms. The internal program memory is structured so that a total of eight instructions can be fetched every cycle. The internal C6748 has a clock rate of 375 MHz and is capable of fetching eight 32 bit instructions every 1/375 MHz or 2.67ns. The processor includes both floating point and fixed point architectures in one core.The C6748 includes 326KB of internal memory (32KB of LIP program RAM/ cache, 32 KB of LID data RAM/cache and 256 KB of L2 RAM/cache), eight functional units composed of six, ALUs and two multiplies units, an external memory interface addressing 256MB of 16 bit MDDR SDRAM and 64 32-bit general purpose registers. The C6748 CPU consists of eight functional units, two register files, and two data paths as shown in figure.

# PROGRAM COMPILATION PROCEDURE

**Step 1:**Open the Code Composer Studio10.1 Software.

**Step 2:**Click **Browse** and creat new folder for workspace and click **Launch** button

**Step 3:**Goto **File****New****Project.**

**Step 4:**Select **CSS project** and click **Next** button

**Step 5:**Select following details

|  |  |
| --- | --- |
| **Target** | **:** C674x Floating-point DSP /TMS320C6748 |
| **Connection** | **:** Texas Instruments XDS100v2 USB Debug Probe |

**Project name :** [Name] Press “**Finish**” Button

**Step 6:**Type the Program in Editor window and save it.

## Step 7:Click Project Show Build Settings

**Step 8:**Add **vsk-6748 common** files in **Include Options. Step 9:**Click **Project** **Build All.**

After finishing compilation OUT file is generated in project directory(**inside Debug folder**) If any case of error in program it will show in problem window (**View-->problem window**).

# DOWNLOADING PROCEDURE

## Step 1:Click view Target Configurations

**Step 2:**Right click on **User Defined**  **New Target Configurations Step 3:**Click **“Finish”** button

**Step 4:Connections** : Texas Instruments XDS100v2 USB Debug Probe.

**Board or Device** : TMS320C6748 Click **Save** Button.

**Step 5:**Right click on **User defined** and select **Launch Selected Configuration. Step 6:**In **Debug** window Right click on “**Texas Instuments XDS100v2...”**

and Click **Connect Target.**

**Step 7:**Now the device connected to PC properly means **Debug** window will appear as follows.

**Step 8:**Now click **Run** **Load**  **Load Program** and select [**.out**] file**. Step 9:**To Run a program Goto **Run**  **Resume (F8).**

# RESULT:-

Familiarized DSP kit.

# LED GLOW AND MIC AUDIO

**LED GLOW**

**Objective:** To glow the LED depending upon the SWITCH position in VSK-6748 kit.

## Procedure:

Load the (.out) file into vsk 6748 kit. Press Resume button to Run a program.

**Result:** When change is made in the switch position, the LED will glow correspondingly.

# MIC AUDIO

**Objective:** To interface Audio CODEC with TMS320C6748 Processor where the input is taken through Mic and the output is driven by the Speaker.

## Procedure:

Connect the input audio signal to MIC IN and Output Signal to SKR OUT Run the code.

**Result:** Interfaced Audio CODEC with TMS320C6748 Processor and output is driven by the Speaker.

# SWITCH LED

## Program:

**#include** "types.h"

**#include** "evmc6748.h"

**#include** "evmc6748\_gpio.h" **#include** "vi6748.h"

## int main(void)

{

uint8\_t \*XinSeq,i; XinSeq=(uint8\_t\*)0x80010000;

**EVMC6748\_lpscTransition**(PSC1, DOMAIN0, LPSC\_GPIO, PSC\_ENABLE); EVMC6748\_pinmuxConfig(PINMUX\_MCASP\_REG\_18, PINMUX\_MCASP\_MASK\_18,

PINMUX\_MCASP\_VAL\_18);

EVMC6748\_pinmuxConfig(PINMUX\_MCASP\_REG\_19, PINMUX\_MCASP\_MASK\_19, PINMUX\_MCASP\_VAL\_19);

EVMC6748\_pinmuxConfig(PINMUX\_MCASP\_REG\_1, PINMUX\_MCASP\_MASK\_1, PINMUX\_MCASP\_VAL\_1);

**for**(i=8;i<=15;i++)

{

VSK\_GPIO\_setDir(8, i, GPIO\_OUTPUT); VSK\_GPIO\_setDir(0, (i-8), GPIO\_INPUT);

}

**while**(1) {

**for**(i=8;i<=15;i++)

{

**GPIO\_getInput**(0,(i-8), XinSeq);

**GPIO\_setOutput**(8, i, OUTPUT\_HIGH );

}

}

}

## MIC AUDIO Program:

//

// \file evmc6748.c

// \brief implementation of initialization functions for C6748.

//

//

**#include** "VSK\_6748.h"

**#ifndef** NULL **#define** NULL 0 **#endif #ifdef** DEBUG **#include** "stdio.h"

## #endif

//

// Private Defines and Macros

//

// pinmux defines.

**#define** PINMUX\_MCASP\_REG\_0 (0)

**#define** PINMUX\_MCASP\_MASK\_0 (0x00FFFFFF)

**#define** PINMUX\_MCASP\_VAL\_0 (0x00111111)

**#define** PINMUX\_MCASP\_REG\_2 (2)

**#define** PINMUX\_MCASP\_MASK\_2 (0xFFFFFFFF)

**#define** PINMUX\_MCASP\_VAL\_2 (0x11111111)

//

// Private Defines and Macros

//

**#define** TIMER\_DIV (12)

**#define** TICKS\_PER\_US (2)

**#define** I2C\_PORT\_AIC3106 (I2C0)

//

// Private Defines and Macros

//

**#define** I2C\_PORT\_GPIO (I2C0)

**#define** I2C\_GPIO\_PIN\_MAX (16)

// config input/output pins (1 -> input, 0 -> output).

**#define** I2C\_GPIO\_CONFIG0\_EX (0x3F) **#define** I2C\_GPIO\_CONFIG1\_EX (0xFF) **#define**

I2C\_GPIO\_CONFIG0\_UI (0x0F) **#define** I2C\_GPIO\_CONFIG1\_UI (0xFF)

// TCA6416 command byte defines. **#define** CMD\_BYTE\_INPUT0 (0x00) **#define** CMD\_BYTE\_INPUT1 (0x01) **#define** CMD\_BYTE\_OUTPUT0 (0x02) **#define** CMD\_BYTE\_OUTPUT1 (0x03) **#define** CMD\_BYTE\_POLARITY0 (0x04) **#define** CMD\_BYTE\_POLARITY1 (0x05)

**#define** CMD\_BYTE\_CONFIG0 (0x06) **#define** CMD\_BYTE\_CONFIG1 (0x07)

**#define** PINMUX\_GPIO\_UI\_IO\_EXP\_REG (6)

**#define** PINMUX\_GPIO\_UI\_IO\_EXP\_MASK (0x0000000F)

**#define** PINMUX\_GPIO\_UI\_IO\_EXP\_VAL (0x00000008)

**#define** GPIO\_UI\_IO\_EXP\_BANK (2)

**#define** GPIO\_UI\_IO\_EXP\_PIN (7)

**#define** PINMUX\_I2C0\_REG (4)

**#define** PINMUX\_I2C0\_MASK (0x0000FF00)

**#define** PINMUX\_I2C0\_VAL (0x00002200)

**#define** PINMUX\_I2C1\_REG (4)

**#define** PINMUX\_I2C1\_MASK (0x00FF0000)

**#define** PINMUX\_I2C1\_VAL (0x00440000)

// i2c bus timeout.

**#define** I2C\_TIMEOUT (500000)

//

// Global Variable Initializations

//

//

// Static Variable Declarations

//

//

// Private Function Prototypes

//

//static uint32\_t init\_psc(void);

//static uint32\_t init\_clocks(void);

**static** i2c\_clk\_e g\_clock\_rate;

//static uint32\_t testAudioLineOut(void);

**static** uint32\_t **testAudioLineIn**(**void**);

//

// prints a chunk of flash data in a readable format.

//

**#ifdef** DEBUG

**void** UTIL\_printMem(uint32\_t begin\_addr, uint8\_t \*buffer, uint32\_t

length, uint8\_t continuation)

{

**#define** BYTES\_PER\_LINE 16

uint32\_t i, j, line\_end;

**if** (!continuation)

{

printf("\r\n\r\nPrint Data\r\n");

printf(" \r\n");

// print idices across the top.

printf("address ");

**for** (i = 0; i < BYTES\_PER\_LINE; i++)

{

printf("%02X ", i);

}

printf("\r\n");

}

// print data.

**for** (i = 0; i < length; i += BYTES\_PER\_LINE)

{

**if** (length > (i + BYTES\_PER\_LINE))

{

line\_end = (i + BYTES\_PER\_LINE);

}

**else**

{

line\_end = length;

}

**for** (j = i; j < line\_end; j++)

printf("\r\n"); 02X ", buffer[j]);

", (begin\_addr + i));

} printf("\n%08X

}

## #endif

printf("%

//

// looks for the UI gpio expander to see if UI board is attached.

//

uint8\_t **UTIL\_isUIBoardAttached**(**void**)

{

**if** (I2CGPIO\_init(I2C\_ADDR\_GPIO\_UI) == ERR\_NO\_ERROR)

**return** (1);

## else

}

**return** (0);

uint32\_t **MCASP\_init**(**void**)

{

// enable the psc and config pinmux for mcasp. EVMC6748\_lpscTransition(PSC1, DOMAIN0, LPSC\_MCASP0, PSC\_ENABLE); EVMC6748\_pinmuxConfig(PINMUX\_MCASP\_REG\_0, PINMUX\_MCASP\_MASK\_0,

PINMUX\_MCASP\_VAL\_0);

EVMC6748\_pinmuxConfig(PINMUX\_MCASP\_REG\_2, PINMUX\_MCASP\_MASK\_2, PINMUX\_MCASP\_VAL\_2);

// reset mcasp. MCASP->GBLCTL = 0;

// configure receive registers.

MCASP->RMASK = 0xFFFFFFFF; MCASP->RFMT = 0x00008078; MCASP->AFSRCTL

= 0x00000112; MCASP->ACLKRCTL = 0x000000AF; MCASP->AHCLKRCTL = 0x00000000; MCASP->RTDM = 0x00000003; MCASP->RINTCTL = 0x00000000; MCASP->RCLKCHK = 0x00FF0008;

// configure transmit registers. MCASP->XMASK = 0xFFFFFFFF; MCASP->XFMT = 0x00008078; MCASP->AFSXCTL = 0x00000112; MCASP->ACLKXCTL =

0x000000AF; MCASP->AHCLKXCTL = 0x00000000; MCASP->XTDM = 0x00000003; MCASP->XINTCTL = 0x00000000; MCASP->XCLKCHK = 0x00FF0008;

// config serializers (11 = xmit, 12 = rcv).

// MCASP->SRCTL11 = 0x000D;

// MCASP->SRCTL12 = 0x000E; MCASP->SRCTL3 = 0x000D; MCASP->SRCTL4

= 0x000E;

// config pin function and direction. MCASP->PFUNC = 0;

// MCASP->PDIR = 0x14000800; MCASP->PDIR= 0x14000008;

//

MCASP->DITCTL = 0x00000000; MCASP->DLBCTL = 0x00000000; MCASP->AMUTE

= 0x00000000;

MCASP->XSTAT = 0x0000FFFF; // Clear all MCASP->RSTAT = 0x0000FFFF;

// Clear all

**return** (ERR\_NO\_ERROR);

}

//

// Private Function Definitions

//

uint32\_t **AIC3106\_init**(**void**)

{

// select page 0 and reset codec. AIC3106\_writeRegister(AIC3106\_REG\_PAGESELECT, 0); AIC3106\_writeRegister(AIC3106\_REG\_RESET, 0x80);

// config codec regs. please see AIC3106 documentation for explination.

// Document Num: TLV320AIC3106 AIC3106\_writeRegister(3, 0x22); AIC3106\_writeRegister(4, 0x20); AIC3106\_writeRegister(5, 0x6E); AIC3106\_writeRegister(6, 0x23); AIC3106\_writeRegister(7, 0x0A); AIC3106\_writeRegister(8, 0x00); AIC3106\_writeRegister(9, 0x00); AIC3106\_writeRegister(10, 0x00); AIC3106\_writeRegister(15, 0x17); AIC3106\_writeRegister(16, 0x17); AIC3106\_writeRegister(17, 0x0F); AIC3106\_writeRegister(18, 0xF0); AIC3106\_writeRegister(19, 0x7C); AIC3106\_writeRegister(22, 0x7C); AIC3106\_writeRegister(25, 0x40); AIC3106\_writeRegister(27, 0);

AIC3106\_writeRegister(30, 0); AIC3106\_writeRegister(37, 0xE0); AIC3106\_writeRegister(38, 0x10); AIC3106\_writeRegister(43, 0); AIC3106\_writeRegister(44, 0); AIC3106\_writeRegister(47, 0x80); AIC3106\_writeRegister(51, 0x09); // 51 HPLOUT Output

<- [Mute=OFF][Power=ON] AIC3106\_writeRegister(58, 0); AIC3106\_writeRegister(64, 0x80); // 64 DAC\_R1 to HPROUT Volume

<- [Routed]

AIC3106\_writeRegister(65, 0x09); // 65 HPROUT Output

<- [Mute=OFF][Power=ON] AIC3106\_writeRegister(72, 0); AIC3106\_writeRegister(82, 0x80); AIC3106\_writeRegister(86, 0x09); AIC3106\_writeRegister(92, 0x80); AIC3106\_writeRegister(93, 0x09); AIC3106\_writeRegister(101, 0x01); AIC3106\_writeRegister(102, 0);

// AIC3106\_writeRegister(43, 0x28); //turn down the L DAC gain

// AIC3106\_writeRegister(44, 0x28); //turn down the R DAC gain

**return** (ERR\_NO\_ERROR);

}

//

// /brief Read data from a register on the AIC3106.

//

// /param uint8\_t in\_reg\_addr: The address of the register to be read from.

//

// /param uint8\_t \* dest\_buffer: Pointer to buffer to store retrieved data.

//

// /return uint32\_t ERR\_NO\_ERROR on sucess

//

//

uint32\_t **AIC3106\_readRegister**(uint8\_t in\_reg\_addr, uint8\_t

\*dest\_buffer)

{

uint32\_t rtn;

// write the register address that we want to read.

rtn = I2C\_write(I2C\_PORT\_AIC3106, I2C\_ADDR\_AIC3106, &in\_reg\_addr, 1, SKIP\_STOP\_BIT\_AFTER\_WRITE);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// clock out the register data.

rtn = I2C\_read(I2C\_PORT\_AIC3106, I2C\_ADDR\_AIC3106, dest\_buffer, 1, SKIP\_BUSY\_BIT\_CHECK);

**return** (rtn);

}

//

// /brief Write a register on the AIC3106.

//

// /param uint8\_t in\_reg\_addr: The address of the register to be written to.

//

// /param uint8\_t data: Data to be written to the register

//

// /return uint32\_t ERR\_NO\_ERROR on sucess

//

//

uint32\_t **AIC3106\_writeRegister**(uint8\_t in\_reg\_addr, uint8\_t in\_data)

{

uint32\_t rtn; uint8\_t i2c\_data[2];

i2c\_data[0] = in\_reg\_addr; i2c\_data[1] = in\_data;

// write the register that we want to read.

rtn = I2C\_write(I2C\_PORT\_AIC3106, I2C\_ADDR\_AIC3106, i2c\_data, 2, SET\_STOP\_BIT\_AFTER\_WRITE);

**return** (rtn);

}

//

// Private Function Definitions

//

uint32\_t **I2CGPIO\_init**(uint16\_t in\_addr)

{

uint32\_t rtn = ERR\_INVALID\_PARAMETER; uint8\_t i2c\_data[3];

**if** ((I2C\_ADDR\_GPIO\_EX == in\_addr) || (I2C\_ADDR\_GPIO\_UI == in\_addr))

{

// make sure polarity is not inverted. i2c\_data[0] = CMD\_BYTE\_POLARITY0; i2c\_data[1] = 0;

i2c\_data[2] = 0;

rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, i2c\_data, 3, SET\_STOP\_BIT\_AFTER\_WRITE);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// set config regs on I/O expander.

**if** (I2C\_ADDR\_GPIO\_EX == in\_addr)

{

}

## else

{

}

i2c\_data[0] = CMD\_BYTE\_CONFIG0; i2c\_data[1] = I2C\_GPIO\_CONFIG0\_EX; i2c\_data[2] = I2C\_GPIO\_CONFIG1\_EX;

i2c\_data[0] = CMD\_BYTE\_CONFIG0; i2c\_data[1] = I2C\_GPIO\_CONFIG0\_UI; i2c\_data[2] = I2C\_GPIO\_CONFIG1\_UI;

rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, i2c\_data, 3, SET\_STOP\_BIT\_AFTER\_WRITE);

}

**return** (rtn);

}

//

// \brief get gpio input from one pin of the i2c I/O expander.

//

// \param uint16\_t in\_addr - desired expander i2c address.

//

// \param uint8\_t in\_pin\_num - pin on expander to be read.

//

// \param uint8\_t \*data - gpio data from expander

// 0 -> pin is clear

// 1 -> pin is set

//

// \return uint32\_t

// ERR\_NO\_ERROR - input in bounds...gpio state returned in data.

// ERR\_INVALID\_PARAMETER - input out of bounds.

// else - something happened with i2c comm.

//

uint32\_t **I2CGPIO\_getInput**(uint16\_t in\_addr, uint8\_t in\_pin\_num, uint8\_t \*data)

{

uint32\_t rtn = ERR\_INVALID\_PARAMETER;

// check address and pin number.

**if** (((I2C\_ADDR\_GPIO\_EX == in\_addr) || (I2C\_ADDR\_GPIO\_UI == in\_addr)) && (in\_pin\_num < I2C\_GPIO\_PIN\_MAX) && (data != NULL))

{

uint8\_t i2c\_data; uint8\_t gpio\_bit = 0;

// set command byte to read appropriate input.

**if** (in\_pin\_num < 8)

{

}

## else

{

}

i2c\_data = CMD\_BYTE\_INPUT0; gpio\_bit = 1 << in\_pin\_num;

i2c\_data = CMD\_BYTE\_INPUT1; gpio\_bit = 1 << (in\_pin\_num - 8);

// send i2c command.

rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, &i2c\_data, 1, SKIP\_STOP\_BIT\_AFTER\_WRITE);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// read the gpio data.

rtn = I2C\_read(I2C\_PORT\_GPIO, in\_addr, &i2c\_data, 1, SKIP\_BUSY\_BIT\_CHECK);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// check the input pin value and set var.

**if** (i2c\_data & gpio\_bit)

\*data = 1;

## else

}

\*data = 0;

**return** (rtn);

}

//

// \brief get gpio input from all pins of the i2c I/O expander.

//

// \param uint16\_t in\_addr - desired expander i2c address.

//

// \param uint16\_t \*data - gpio data from expander.

//

// \return uint32\_t

// ERR\_NO\_ERROR - input in bounds...gpio state returned in data.

// ERR\_INVALID\_PARAMETER - input out of bounds.

// else - something happened with i2c comm.

//

uint32\_t **I2CGPIO\_getInputAll**(uint16\_t in\_addr, uint16\_t \*data)

{

uint32\_t rtn = ERR\_INVALID\_PARAMETER;

**if** ((I2C\_ADDR\_GPIO\_EX == in\_addr) || (I2C\_ADDR\_GPIO\_UI == in\_addr)

&&

(data != NULL))

{

uint8\_t i2c\_data;

// send i2c command to read input0. i2c\_data = CMD\_BYTE\_INPUT0; rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, &i2c\_data, 1,

SKIP\_STOP\_BIT\_AFTER\_WRITE);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// read the gpio data for input0.

rtn = I2C\_read(I2C\_PORT\_GPIO, in\_addr, &i2c\_data, 1, SKIP\_BUSY\_BIT\_CHECK);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// copy gpio data into var.

\*data = i2c\_data;

// send i2c command to read input1. i2c\_data = CMD\_BYTE\_INPUT1; rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, &i2c\_data, 1,

SKIP\_STOP\_BIT\_AFTER\_WRITE);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// read the gpio data for input1.

rtn = I2C\_read(I2C\_PORT\_GPIO, in\_addr, &i2c\_data, 1, SKIP\_BUSY\_BIT\_CHECK);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// copy gpio data into var.

\*data += (i2c\_data << 8);

}

**return** (rtn);

}

//

// \brief set gpio output for one pin of the i2c I/O expander.

//

// \param uint16\_t in\_addr - desired expander i2c address.

//

// \param uint8\_t in\_pin\_num - pin on expander to be read.

//

// \param uint16\_t in\_val - 0/1 to set or clear the pin.

//

// \return uint32\_t

// ERR\_NO\_ERROR - pin set successfully.

// ERR\_INVALID\_PARAMETER - invalid pin number.

// else - something happened with i2c comm.

//

uint32\_t **I2CGPIO\_setOutput**(uint16\_t in\_addr, uint8\_t in\_pin\_num, uint16\_t in\_val)

{

uint32\_t rtn = ERR\_INVALID\_PARAMETER;

**if** (((I2C\_ADDR\_GPIO\_EX == in\_addr) || (I2C\_ADDR\_GPIO\_UI == in\_addr)) && (in\_pin\_num < I2C\_GPIO\_PIN\_MAX))

{

uint8\_t i2c\_data[2]; uint8\_t gpio\_bit = 0;

change

{

}

## else

{

}

// set command byte to read appropriate output, so we do not

// any data that we do not want to.

**if** (in\_pin\_num < 8)

i2c\_data[0] = CMD\_BYTE\_OUTPUT0; gpio\_bit = 1 << in\_pin\_num;

i2c\_data[0] = CMD\_BYTE\_OUTPUT1; gpio\_bit = 1 << (in\_pin\_num - 8);

// send i2c command.

rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, i2c\_data, 1, SKIP\_STOP\_BIT\_AFTER\_WRITE);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// read the gpio data.

rtn = I2C\_read(I2C\_PORT\_GPIO, in\_addr, &i2c\_data[1], 1, SKIP\_BUSY\_BIT\_CHECK);

**if** (rtn != ERR\_NO\_ERROR)

**return** (rtn);

// update the data to set/clr bit for pin num.

**if** (in\_val)

SETBIT(i2c\_data[1], gpio\_bit);

## else

CLRBIT(i2c\_data[1], gpio\_bit);

// write the gpio data back to the I/O expander. rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, i2c\_data, 2,

SET\_STOP\_BIT\_AFTER\_WRITE);

}

**return** (rtn);

}

//

// \brief set gpio output for all pins of the i2c I/O expander.

//

// \param uint16\_t in\_addr - desired expander i2c address.

//

// \param uint16\_t in\_val - pattern data to set I/O expander pins.

//

// \return uint32\_t

// ERR\_NO\_ERROR - pins set successfully.

// else - something happened with i2c comm.

//

uint32\_t **I2CGPIO\_setOutputAll**(uint16\_t in\_addr, uint16\_t in\_val)

{

uint32\_t rtn = ERR\_INVALID\_PARAMETER;

**if** ((I2C\_ADDR\_GPIO\_EX == in\_addr) || (I2C\_ADDR\_GPIO\_UI == in\_addr))

{

uint8\_t i2c\_data[3];

// load up the array with the cmd and input data.

i2c\_data[0] = CMD\_BYTE\_OUTPUT0; i2c\_data[1] = (uint8\_t) (in\_val & 0x00FF); i2c\_data[2] = (uint8\_t) (in\_val >> 8);

// write the gpio data to the I/O expander.

rtn = I2C\_write(I2C\_PORT\_GPIO, in\_addr, i2c\_data, 3, SET\_STOP\_BIT\_AFTER\_WRITE);

}

**return** (rtn);

}

uint32\_t **I2C\_init**(i2c\_regs\_t \*i2c, i2c\_clk\_e in\_clock\_rate)

{

// set the pinmux for the given i2c port.

**switch** ((uint32\_t)i2c)

{

**case** I2C0\_REG\_BASE:

EVMC6748\_pinmuxConfig(PINMUX\_I2C0\_REG, PINMUX\_I2C0\_MASK, PINMUX\_I2C0\_VAL);

## break;

**case** I2C1\_REG\_BASE:

EVMC6748\_lpscTransition(PSC1, DOMAIN0, LPSC\_I2C1, PSC\_ENABLE); EVMC6748\_pinmuxConfig(PINMUX\_I2C1\_REG, PINMUX\_I2C1\_MASK,

PINMUX\_I2C1\_VAL);

## break;

**default**:

**return** (ERR\_INIT\_FAIL);

}

// set global clock rate for future use. g\_clock\_rate = in\_clock\_rate;

// put i2c in reset. i2c->ICMDR = 0;

// configure clocks.

// set prescaler for ~8MHz interal i2c clock. i2c->ICPSC = 2;

**switch** (in\_clock\_rate)

{

// set prescaler and clock dividers to precomputed values for

// input clock rate.

**case** *I2C\_CLK\_100K*: i2c->ICCLKL = 35; i2c->ICCLKH = 35;

## break;

**case** *I2C\_CLK\_400K*: i2c->ICCLKL = 5; i2c->ICCLKH = 5;

## break;

}

// release i2c from reset. SETBIT(i2c->ICMDR, IRS);

**return** (ERR\_NO\_ERROR);

}

//

// \brief read data from i2c bus.

//

// \param i2c\_regs\_t \*i2c - pointer to reg struct for the desired i2c port.

//

// \param uint16\_t in\_addr - i2c address to read from.

//

// \param uint8\_t \*dest\_buffer - pointer to memory to copy the data being received.

//

// \param uint16\_t in\_length - number of bytes to receive.

//

// \return uint32\_t

// ERR\_NO\_ERROR - input in bounds, data received.

// ERR\_INVALID\_PARAMETER - null pointers.

//

uint32\_t **I2C\_read**(i2c\_regs\_t \*i2c, uint16\_t in\_addr, uint8\_t

\*dest\_buffer, uint16\_t in\_length, uint8\_t chk\_busy)

{

uint32\_t rtn = ERR\_INVALID\_PARAMETER;

**if** ((i2c != NULL) && (dest\_buffer != NULL))

{

uint32\_t cnt = 0; uint16\_t i;

info.

// wait for bus to be clear...we may want to skip this depending on which

// device we are talking to. see device datasheets for more

USTIMER\_delay(1000);

**if** (chk\_busy)

**while** (CHKBIT(i2c->ICSTR, BB)) {}

// set byte count and slave address. i2c->ICCNT

= in\_length;

i2c->ICSAR = in\_addr;

// configure i2c for master receive mode and release from reset. i2c->ICMDR = STT | MST | ICMDR\_FREE | IRS;

// receive data one byte at a time.

**for** (i = 0; i < in\_length; i++)

{

// do not want to send an ack on last byte.

**if** (i == (in\_length - 1))

{

SETBIT(i2c->ICMDR, NACKMOD);

}

// wait for data to be received. cnt = 0;

## do

{

**if** (cnt++ > I2C\_TIMEOUT)

{

// timed out waiting for data...reinit and return

error.

I2C\_init(i2c, g\_clock\_rate);

**return** (ERR\_TIMEOUT);

}

} **while** (!CHKBIT(i2c->ICSTR, ICRRDY));

dest\_buffer[i] = i2c->ICDRR;

}

// send stop condition. SETBIT(i2c->ICMDR, STP);

rtn = ERR\_NO\_ERROR;

}

**return** (rtn);

}

//

uint32\_t **I2C\_write**(i2c\_regs\_t \*i2c, uint16\_t in\_addr, uint8\_t

\*src\_buffer, uint16\_t in\_length, uint8\_t set\_stop)

{

uint32\_t rtn = ERR\_INVALID\_PARAMETER;

**if** ((i2c != NULL) && (src\_buffer != NULL))

{

uint32\_t cnt = 0; uint16\_t i;

// wait for bus to be clear. USTIMER\_delay(1000);

**while** (CHKBIT(i2c->ICSTR, BB)) {}

// set byte count and slave address. i2c->ICCNT = in\_length; i2c->ICSAR = in\_addr;

reset.

// configure i2c for master transmit mode and release from i2c->ICMDR = STT | MST | ICMDR\_FREE | TRX | IRS;

USTIMER\_delay(10);

// transmit data one byte at a time.

**for** (i = 0; i < in\_length; i++)

{

i2c->ICDXR = src\_buffer[i];

// wait for data to be copied to shift register. cnt = 0;

## do

{

error.

**if** (cnt++ > I2C\_TIMEOUT)

{

// timed out waiting for data...reinit and return

I2C\_init(i2c, g\_clock\_rate);

**return** (ERR\_TIMEOUT);

}

} **while** (!CHKBIT(i2c->ICSTR, ICXRDY));

}

**if** (set\_stop)

SETBIT(i2c->ICMDR, STP);

rtn = ERR\_NO\_ERROR;

}

**return** (rtn);

}

uint32\_t **testAudioLineIn**(**void**)

{

uint32\_t rtn = ERR\_NO\_ERROR;

SETBIT(MCASP->XGBLCTL, XHCLKRST);

**while** (!CHKBIT(MCASP->XGBLCTL, XHCLKRST)) {} SETBIT(MCASP->RGBLCTL, RHCLKRST);

**while** (!CHKBIT(MCASP->RGBLCTL, RHCLKRST)) {}

SETBIT(MCASP->XGBLCTL, XCLKRST);

**while** (!CHKBIT(MCASP->XGBLCTL, XCLKRST)) {} SETBIT(MCASP->RGBLCTL, RCLKRST);

**while** (!CHKBIT(MCASP->RGBLCTL, RCLKRST)) {}

SETBIT(MCASP->XGBLCTL, XSRCLR);

**while** (!CHKBIT(MCASP->XGBLCTL, XSRCLR)) {} SETBIT(MCASP->RGBLCTL, RSRCLR);

**while** (!CHKBIT(MCASP->RGBLCTL, RSRCLR)) {}

/\* Write a 0, so that no underrun occurs after releasing the state machine \*/ MCASP->XBUF3 = 0;

SETBIT(MCASP->XGBLCTL, XSMRST);

**while** (!CHKBIT(MCASP->XGBLCTL, XSMRST)) {} SETBIT(MCASP->RGBLCTL, RSMRST);

**while** (!CHKBIT(MCASP->RGBLCTL, RSMRST)) {}

SETBIT(MCASP->XGBLCTL, XFRST);

**while** (!CHKBIT(MCASP->XGBLCTL, XFRST)) {} SETBIT(MCASP->RGBLCTL, RFRST);

**while** (!CHKBIT(MCASP->RGBLCTL, RFRST)) {}

**while**(!CHKBIT(MCASP->SRCTL3, XRDY)) {} MCASP->XBUF3 = 0;

**return** (rtn);

}

// audio codec interface using MCASP

## int main(void)

{

int32\_t dat; USTIMER\_init(); I2C\_init(I2C0, *I2C\_CLK\_400K*);

MCASP\_init();

AIC3106\_init();

testAudioLineIn();

**while**(1) {

**while** (!CHKBIT(MCASP->SRCTL3, XRDY)) {} dat = MCASP->XBUF4; MCASP->XBUF3 = dat \* 3;

}

}

# EXPERIMENT 4

# LINEAR CONVOLUTION

**Objective:** Write a C function for the linear convolution of two arrays

**Outcome**: Students will be able to perform the linear convolution of two arrays and to implement it on the DSP hardware

**Requirement**: Turbo C, DSP hardware

**Theory:** The linear convolution of two finite duration sequences x[n] and h[n] is given below. It is assumed that x[n] extends from n=0 to L-1 and h[n] extends from n=0 to M-1. Length of y[n] is then L+M-1. The function **conv()** implements the convolution operation given by The sequence x[n] is reflected and shifted. For each n, the range over which both sequences overlap needs to be determined.

## Algorithm:

1. Obtain the input signal and the impulse response as two distinct arrays.
2. Make the length of both the arrays same.
3. For each value of n, the sum of outputs is calculated by taking a different X(k) value in each iteration.
4. This result is stored in an array y(n).
5. Display the value of output,y(n).
6. Stop

## Output:

Linear convolution using convolution sum formula output response y =

**Result:** Linear convolution of two arrays is performed and implemented on DSP hardware

**Linear Convolution Program:**

**#include**<math.h> **#include**<stdio.h>

## void main()

{

**int** \*Xn,\*Hn,\*Output;

**int** \*XnLength,\*HnLength;

**int** i,k,n,l,m;

Xn=(**int** \*)0x80010000; //input x(n) Hn=(**int** \*)0x80011000; //input h(n) XnLength=(**int** \*)0x80012000; //x(n) length HnLength=(**int** \*)0x80012004; //h(n) length Output=(**int** \*)0x80013000; // output address

l=\*XnLength; // copy x(n) from memory address to variable l m=\*HnLength; // copy h(n) from memory address to variable m

**for**(i=0;i<(l+m-1);i++) // memory clear

{

Output[i]=0; // o/p array Xn[l+i]=0; // i/p array Hn[m+i]=0; // i/p array

}

**for**(n=0;n<(l+m-1);n++)

{

**for**(k=0;k<=n;k++)

{

Output[n] =Output[n] + (Xn[k]\*Hn[n-k]); // convolution operation.

}

}

}

# EXPERIMENT 5 IMPLEMENTATION OF N-POINT FFT OF A SIGNAL

**Objective:** To compute the N-Point FFT of a given sequence and to implement it in DSP hardware **Outcome**: Students will be able to perform the Fast fourier transform of a given sequence and to implement it on the DSP hardware

**Requirement**: Turbo C, DSP hardware

**Theory:** A fast Fourier transform (FFT) is an algorithm that computes the discrete Fourier transform (DFT) of a sequence, or its inverse (IDFT). Fourier analysis converts a signal from its original domain (often time or space) to a representation in the frequency domain and vice versa. The DFT is obtained by decomposing a sequence of values into components of different frequencies. This operation is useful in many fields, but computing it directly from the definition is often too slow to be practical. An FFT rapidly computes such transformations by factorizing the DFT matrix into a product of sparse factors. A fast Fourier transform (FFT) is an algorithm that calculates the discrete Fourier transform (DFT) of some sequence – the discrete Fourier transform is a tool to convert specific types of sequences of functions into other types of representations. Another way to explain discrete Fourier transform is that it transforms the structure of the cycle of a waveform into sine components.

**Algorithm:** The FFT has a fairly easy algorithm to implement, and it is shown step by step in the list below. This version of the FFT is the Decimation in Time Method

1. Pad input sequence, of N samples, with Zero’s until the number of samples is the nearest power of two.
2. Bit reverse the input sequence.
3. Compute (N / 2) two sample DFT's from the shuffled inputs
4. Compute (N / 4) four sample DFT's from the two sample DFT's.
5. Compute (N / 2) eight sample DFT's from the four sample DFT's.
6. Until the all the samples combine into one N-sample DFT

## Output:

Enter the length of sequence : Enter the value of x[0] :

Enter the value of x[1] :

Enter the value of x[2] :

Enter the value of x[3] :

Enter the number of the points in FFT

**Result:** The Fast fourier transform of a given sequence is performed and implemented it on the DSP hardware

# EXPERIMENT 6 IMPLEMENTATION OF N-POINT IFFT OF A SIGNAL

**Objective:** Write a C function to compute the N-Point IFFT of a given sequence and to implement it in DSP hardware

**Outcome**: Students will be able to perform the Inverse Fast fourier transform of a given sequence and to implement it on the DSP hardware

**Requirement**: Turbo C, DSP hardware

**Theory:** FFT is a fast algorithm to perform inverse (or backward) Fourier transform (IDFT), which undoes the process of DFT. The dsp. IFFT System object computes the inverse discrete Fourier transform (IDFT) of the input. The object uses one or more of the following fast Fourier transform (FFT) algorithms depending on the complexity of the input and whether the output is in linear or bit-reversed order. An FFT algorithm can be used to compute the inverse DFT by replacing x[n] by X(k), taking the negative powers of WN, and dividing the output by N.

## Algorithm:

1. Take X(k) as the input sequence and x[n] as the output sequence
2. Compute FFT by replacing the twiddle factors WN by 𝑊𝑁 −1
3. Divide the output sequence by N

## Output:

Enter the length of sequence :

Enter the real and imaginary bits of X(0):

Enter the real and imaginary bits of X(0):

Enter the real and imaginary bits of X(0):

Enter the real and imaginary bits of X(0):

Enter the number of points in the IFFT:

The IFFT of the sequence is:

x[0]=

x[1]=

x[2]=

x[3]=

**Result**: The Inverse Fast fourier transform of a given sequence is performed and implemented it on the DSP hardware

## NFFT NIFFT Program:

**#include** "VSK\_6748.h" **#include**<math.h> **#include**<stdio.h> **#define** SPIFLASH\_SPI (SPI1)

**#define** SPIFLASH\_SPI0 (SPI0)

uint32\_t **config\_pll0**(uint32\_t clkmode, uint32\_t pllm, uint32\_t postdiv, uint32\_t plldiv1, uint32\_t plldiv2, uint32\_t plldiv3, uint32\_t plldiv7);

**#define** PI 3.141592653589 //Pi, 12 decimal places

//#define N 8 //Fourier transform points

//#define M 3 //The number of butterfly operations, N = 2^M

**#define** N 64 //Fourier transform points

**#define** M 6 //The number of butterfly operations, N = 2^M

**typedef double** ElemType; //The data type of the original data sequence can be set here

**typedef struct** //Define complex structure

{

ElemType real,imag;

}complex;

complex data[N]; //Define the storage unit, the original data and negative results are used ElemType result[N]; //Store the modulus of the complex number result afterFFT

//Index

**void ChangeSeat**(complex \*DataInput)

{

**int** nextValue,nextM,i,k,j=0; complex temp; nextValue=N/2;

//Indexing operation, that is, changing the natural order into the inverted order, using the Reid algorithm

nextM=N-1;

**for** (i=0;i<nextM;i++)

{

**if** (i<j) //If i<j, then index

{

temp=DataInput[j]; DataInput[j]=DataInput[i];

DataInput[i]=temp;

}

k=nextValue; //Find the next inverse order of j

**while** (k<=j) //If k<=j, the highest bit of j is 1

{

j=j-k; //Change the highest bit to 0

k=k/2; //k/2, compare the next highest bit, and so on, compare one by one, until a bit is 0

}

j=j+k; //Change 0 to 1

}

}

//Complex number multiplication

complex **XX\_complex**(complex a, complex b)

{

complex temp;

temp.real = a.real \* b.real-a.imag\*b.imag; temp.imag = b.imag\*a.real + a.imag\*b.real; **return**

temp;

}

//FFT

## void FFT(void)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(data); **for**(L=1; L<=M; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(M-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=N-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/N); W.imag = -**sin**(2\*PI\*P/N);

Temp\_XX = XX\_complex(data[K+B],W); data[K+B].real = data[K].real - Temp\_XX.real; data[K+B].imag = data[K].imag - Temp\_XX.imag;

data[K].real = data[K].real + Temp\_XX.real; data[K].imag = data[K].imag + Temp\_XX.imag;

}

}

}

}

## void IFFT(void)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(data); **for**(L=1; L<=M; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(M-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=N-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/N);

W.imag = **sin**(2\*PI\*P/N);//Inverse operation, here is the opposite sign of FFT

Temp\_XX = XX\_complex(data[K+B],W); data[K+B].real = data[K].real - Temp\_XX.real; data[K+B].imag = data[K].imag - Temp\_XX.imag; data[K].real = data[K].real + Temp\_XX.real; data[K].imag = data[K].imag + Temp\_XX.imag;

}

}

}

}

**float** Xn[N]; **float** fft[N]; **float** ifft[N]; **int main**(**void**)

{

**short** val;

spi\_regs\_t \*spi=SPIFLASH\_SPI0;

spi\_regs\_t \*spi1=SPIFLASH\_SPI; USTIMER\_init(); // timer initialization

Spi\_init(); // spi initialization

// config\_pll0(0,45,1,0,1,11,5);//k600 fft\_ifft\_wave();

}

## void fft\_ifft\_wave()

{

**int** i = 0;

**printf**("input\_sample: ");

**for**(i=0; i<N; i++)//Manufacturing input sequence

{

data[i].real = **sin**(2\*PI\*i/N);

// data[i].real = val;//sin(2\*PI\*i/N);

**printf**("%lf ",data[i].real); Xn[i] = data[i].real;

}

**printf**("\n\n"); FFT();//Perform FFT calculation **printf**("\n\n"); **printf**("FFT: ");

**for**(i=0; i<N; i++)

{ fft[i] = **sqrt**(data[i].real\*data[i].real+data[i].imag\*data[i].imag); **printf**("%lf ",**sqrt**(data[i].real\*data[i].real+data[i].imag\*data[i].imag));

}

# EXPERIMENT 7 FIR LOW PASS FILTER

**Objective:** To plot magnitude and phase response of FIR Low Pass Filter using Hamming Window Method

**Outcome**: Students will be able to implement magnitude and phase response of FIR Low Pass Filter using Hamming Window Method

**Requirement**: Google **Colaboratory**- Online cloud-based Jupyter notebook environment

**Theory:** FIR filters are digital filters with finite impulse response. They are also known as non- recursive digital filters as they do not have the feedback. An FIR filter has two important advantages over an IIR design:

* Firstly, there is no feedback loop in the structure of an FIR filter. Due to not having a feedback loop, an FIR filter is inherently stable. Meanwhile, for an IIR filter, we need to check the stability.
* Secondly, an FIR filter can provide a linear-phase response. As a matter of fact, a linear-phase response is the main advantage of an FIR filter over an IIR design otherwise, for the same filtering specifications; an IIR filter will lead to a lower order.

*FIR FILTER DESIGN*: An FIR filter is designed by finding the coefficients and filter order that meet certain specifications, which can be in the time-domain (e.g. a matched filter) and/or the frequency domain (most common). Matched filters perform a cross-correlation between the input signal and a known pulse-shape. The FIR convolution is a cross-correlation between the input signal and a time-reversed copy of the impulse-response. Therefore, the matched-filter's impulse response is "designed" by sampling the known pulse-shape and using those samples in reverse order as the coefficients of the filter.

When a particular frequency response is desired, several different design methods are common:

1. Window design method
2. Frequency Sampling method
3. Weighted least squares design

*WINDOW DESIGN METHOD:* In the window design method, one first designs an ideal IIR filter and then truncates the infinite impulse response by multiplying it with a finite length window function. The result is a finite impulse response filter whose frequency response is modified from that of the IIR filter.

## Algorithm:

1. Define the filter requirement with Sample Period, Sampling Freq, Total Samples, Signal

Freq, Nyquist Frequency, order

1. Choose the Window Type - hamming
2. Approximate the Window Length
3. Find the Appropriate Ideal Filter
4. Apply timeshift and multiply with window
5. Plot the magnitude response and phase response of the filter.

**Output:** The following waveform is obtained:

**Result:** Implemented magnitude and phase response of FIR Low Pass Filter using Hamming Window Method

## FIR LPF Program:

import numpy as np

import matplotlib.pyplot as plt from scipy import signal N=50

w=np.hamming(N)

i= np.arange(-(N-1)/2,(N-1)/2+1) wc=0.1\*np.pi hd=wc/np.pi\*np.sinc(wc/np.pi\*i) h=hd\*w plt.figure(figsize=(15,5)) plt.subplot(121)

plt.stem(h , linefmt = "Green" , markerfmt = 'D') plt.title('Impulse Response')

w, H=signal.freqz(h,1); plt.subplot(122)

plt.plot(w/np.pi , abs(H) , label = "Magnitude Response" , color = 'Magenta' , linewidth = 1.5 ) plt.title('Magnitude Response');

# EXPERIMENT 8

**IMPLEMENTATION OF OVERLAP ADD ALGORITHM USING DSP HARDWARE**

**Objective:** To compute the DFT of a given sequence using overlap add method and to implement it in DSP hardware

**Outcome**: Students will be able to perform the DFT of a given sequence using overlap add method and to implement it on the DSP hardware.

**Requirement:** Turbo C, DSP hardware

**Theory:** An input sequence x(n) of long duration is to be processed with a system having impulse response of finite duration by convolving long sequences.So the input sequence must be divided into blocks and the successive blocks are processed separately one at a time and the results are combined later to yield the desired output sequence.In overlap add method , if the length of the sequence be L s and length of the impulse response is M, Then the sequence is divided into blocks of data size having length L and M-1 zeros are appended to it to make the data size of L+M-1.

## Procedure:

1. Load the out file into VSK-6748 kit
2. Press the resume button to run the program

**Result:** Implemented the DFT of a given sequence using overlap add method on DSP hardware.

**Overlap add Program: #include** <stdio.h>

**#include** <math.h>

**#define** size(x) **sizeof**(x)/**sizeof**(\*x)

**#define** PI 3.141592653589 //Pi, 12 decimal places

**#define** NS 4 //Fourier transform points

**#define** MS 2 //The number of butterfly operations, N = 2^M

//#define N 64 //Fourier transform points

//#define M 6 //The number of butterfly operations, N = 2^M

**int** xsample[] = {3,-1,0,1,3,2,0,1,2,1}; // input sample Xn

**int** hsample[] = {1, 1, 1}; // input impulse response Hn

//yn = {3,2,2,0,4,6,5,,3,3,4,3,1}; // output sample

**typedef double** ElemType; //The data type of the original data sequence can be set here

**typedef struct** //Define complex structure

{

ElemType real,imag;

}complex;

complex data[NS],xndata[NS],hndata[NS]; //Define the storage unit, the original data and

//negative results are used

ElemType result[NS]; //Store the modulus of the complex number result after FFT

// Allocates a 2D array that can be accessed in the form arr[r][c].

// The caller is responsible for calling free() when done.

**void**\*\* **malloc2d**(size\_t rows, size\_t cols, size\_t element\_size)

{ size\_t header = rows \* **sizeof**(**void**\*); size\_t body = rows \* cols \* element\_size; size\_t needed = header + body;

**void**\*\* mem = malloc(needed);

**if** (!mem) {

**return** NULL;

}

size\_t i;

**for** ( i = 0; i < rows; i++) {

**void**\* col\_mem = mem + header + i\*rows\*cols\*element\_size; mem[i] = col\_mem;

}

**return** mem;

}

**void** \* **my\_malloc**(size\_t s)

{

size\_t \* ret = malloc(**sizeof**(size\_t) + s);

\*ret = s;

**return** &ret[1];

}

**void** \* **my\_realloc**(**void** \*ptr,size\_t s)

{

size\_t \* ret = realloc(ptr,**sizeof**(size\_t) + s);

\*ret = s;

**return** &ret[1];

}

**void my\_free**(**void** \* ptr){ free( (size\_t\*)ptr - 1);}

size\_t **allocated\_size**(**void** \* ptr){ **return** ((size\_t\*)ptr)[-1]/**sizeof**(ptr);} **int stagecnt**(**int** X,**int** L){

// Computes quotient

**int** quo = X / L;

// Computes remainder

**int** rem = X % L; **int** temp; **if**(rem == 0) temp = quo;

## else

temp = quo + 1;

**return** temp;}

// Find maximum between two numbers.

**int max**(**int** num1, **int** num2){

**return** (num1 > num2 ) ? num1 : num2;}

// Find minimum between two numbers.

**int min**(**int** num1, **int** num2){

**return** (num1 > num2 ) ? num2 : num1;}

//Index

**void ChangeSeat**(complex \*DataInput)

{

**int** nextValue,nextM,i,k,j=0; complex temp;

nextValue=NS/2; //Indexing operation, that is, changing the natural order

into the inverted order, **using** the Reid algorithm nextM=NS-1;

**for** (i=0;i<nextM;i++)

{

**if** (i<j) //If i<j, then index

{

temp=DataInput[j]; DataInput[j]=DataInput[i]; DataInput[i]=temp;

}

k=nextValue; //Find the next inverse order of j

**while** (k<=j) //If k<=j, the highest bit of j is 1

{

j=j-k; //Change the highest bit to 0

k=k/2; //k/2, compare the next highest bit, and so on, compare one by one, until a bit is 0

}

j=j+k; //Change 0 to 1

}

}

//Complex number multiplication

complex **XX\_complex**(complex a, complex b)

{

complex temp;

temp.real = a.real \* b.real-a.imag\*b.imag; temp.imag = b.imag\*a.real + a.imag\*b.real; **return**

temp;

}

## void FFT\_Xn(void)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(xndata); **for**(L=1; L<=MS; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(MS-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=NS-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/NS); W.imag = -**sin**(2\*PI\*P/NS);

Temp\_XX = XX\_complex(xndata[K+B],W); xndata[K+B].real = xndata[K].real - Temp\_XX.real; xndata[K+B].imag = xndata[K].imag - Temp\_XX.imag; xndata[K].real = xndata[K].real + Temp\_XX.real; xndata[K].imag = xndata[K].imag + Temp\_XX.imag;

}

}

}

}

## void FFT\_Hn(void)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(hndata); **for**(L=1; L<=MS; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(MS-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=NS-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/NS); W.imag = -**sin**(2\*PI\*P/NS);

Temp\_XX = XX\_complex(hndata[K+B],W); hndata[K+B].real = hndata[K].real - Temp\_XX.real; hndata[K+B].imag = hndata[K].imag - Temp\_XX.imag; hndata[K].real = hndata[K].real + Temp\_XX.real; hndata[K].imag = hndata[K].imag + Temp\_XX.imag;

}

}

}

}

Void **IFFT**(**void**)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(data); **for**(L=1; L<=MS; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(MS-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=NS-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/NS);

W.imag = **sin**(2\*PI\*P/NS);//Inverse operation, here is the opposite sign of FFT

Temp\_XX = XX\_complex(data[K+B],W); data[K+B].real = data[K].real - Temp\_XX.real; data[K+B].imag = data[K].imag - Temp\_XX.imag; data[K].real = data[K].real + Temp\_XX.real; data[K].imag = data[K].imag + Temp\_XX.imag;

}

}

}

}

//OVERLAP ADD

**int main**(**int** argc, **char** \*argv[])

{

**int** i = 0,j = 0, k = 0; complex Temp\_XH;

**int** L = 2; // Block length here change **int** X = size(xsample);//length of x(n) **int** M = size(hsample);//length of h(n) **int** N = L + M -1;

**int** \*arr\_xn = my\_malloc(**sizeof**(**int**) \* (X+M-1));

**for**(i=0;i<X+M-1;i++)// M-1 zero padding after the array

{

**if**(i<X)

arr\_xn[i] = xsample[i];

## else

arr\_xn[i] = 0;

}

**int** \*arr\_hn = my\_malloc(**sizeof**(**int**) \* (M+L-1));

**for**(i=0;i< M+L-1;i++)// L-1 zero padding after the array

{

**if**(i < M)

arr\_hn[i] = hsample[i];

## else

arr\_hn[i] = 0;

}

**int** n = stagecnt(X,L);

**printf**("%d",n);

**int**\*\* x\_n = (**int**\*\*) malloc2d(n, N, **sizeof**(**int**)); **float**\*\* y\_n = (**float**\*\*) malloc2d(n, N,

**sizeof**(**float**)); **for**(i=0;i<n;i++) **for**(j=0;j<N;j++)

{

**if**(j<L){

x\_n[i][j] = arr\_xn[k]; k++;}

## else

x\_n[i][j] = 0;

}

**int** h; **printf**("Hn: ");

**for**(i=0; i<NS; i++)//Manufacturing input sequence

{

// data[i].real = 2048.0 \* sin(2\*PI\*i/N); hndata[i].real = arr\_hn[i];//sin(2\*PI\*i/N);

**printf**("%lf ",hndata[i].real);

}

**printf**("\n\n"); FFT\_Hn();//Perform FFT calculation

// printf("\n\n");

// printf("FFT Hn:");

// for(i=0; i<NS; i++){

// printf("%lf

",sqrt(hndata[i].real\*hndata[i].real+hndata[i].imag\*hndata[i].imag));}

/////////////////////////////////////////////////////////

**for**(h=0;h<n;h++)

// start fft inverse fft function

{

**printf**("Xn: ");

**for**(i=0; i<NS; i++)//Manufacturing input sequence

{

// data[i].real = 2048.0 \* sin(2\*PI\*i/N); xndata[i].real = x\_n[h][i];//sin(2\*PI\*i/N);

**printf**("%lf ",xndata[i].real);

}

**printf**("\n\n"); FFT\_Xn();//Perform FFT calculation **for**(i=0; i<NS; i++){ Temp\_XH = XX\_complex(xndata[i],hndata[i]); data[i].real = Temp\_XH.real; data[i].imag = Temp\_XH.imag;

}

IFFT();//Perform FFT calculation

**printf**("\n\n");

**printf**("IFFT: ");

**for**(i=0; i<NS; i++)

{

y\_n[h][i] =data[i].real/NS; **printf**("y\_n:%f",y\_n[h][i]);} **printf**("\n");

}

free(arr\_xn); free(arr\_hn); free(x\_n);

// Dynamically allocate memory using malloc() **float** \*yn = (**float**\*)malloc((X+L) \*

**sizeof**(**float**)); h=0;**int** n\_d = 0;

**int** zp=L;

**for**(i=0; i<(X+L); i++){

**if**(i<L){ yn[i]=y\_n[h][i];} **else**

{

**if**(h<n-1){

yn[i]=y\_n[h][zp] + y\_n[h+1][zp-L];

}

**else** { yn[i]=y\_n[h][zp];} n\_d++; h=n\_d/L;

zp++;

**if**(zp >= N) zp=L;

}

}

**printf**("OVERLAP ADD FFT\_IFFT:");

**for**(i=0; i<(X+L); i++){**printf**("%f ",yn[i]);} free(y\_n); free(yn);

**return** 0;

}

}

}

# MATLAB PROGRAM

close All clear All clc

N=input('Enter the length of x(n) : '); x=rand(1,N); % Random N Numbers h=input('Enter the values of h(n)='); L=length(h);

N1=length(x); M=length(h); lc=conv(x,h);

x=[x zeros(1,mod(-N1,L))]; N2=length(x);

h=[h zeros(1,L-1)];

H=fft(h,L+M-1); S=N2/L;

index=1:L; X=[zeros(M-1)]; for stage=1:S

xm=[x(index) zeros(1,M-1)]; % Selecting sequence to process X1=fft(xm,L+M-1);

Y=X1.\*H;

Y=ifft(Y);

Z=X((length(X)-M+2):length(X))+Y(1:M-1); %Samples Added in every stage X=[X(1:(stage-1)\*L) Z Y(M:M+L-1)];

index=stage\*L+1:(stage+1)\*L;

end i=1:N1+M-1; X=X(i);

figure() subplot(2,1,1) stem(lc);

title('Convolution Using inbuilt function') xlabel('n');

ylabel('y(n)'); subplot(2,1,2) stem(X);

title('Convolution Using Overlap Add Method') xlabel('n');

ylabel('y(n)');

# EXPERIMENT 9

**IMPLEMENTATION OF OVERLAP SAVE ALGORITHM USING DSP HARDWARE**

**Objective:** To compute the DFT of a given sequence using overlap save method and to implement it in DSP hardware

**Outcome:** Students will be able to perform the DFT of a given sequence using overlap save method and to implement it on the DSP hardware

**Requirement:** Turbo C, DSP hardware

**Theory:** An input sequence x(n) of long duration is to be processed with a system having impulse response of finite duration by convolving long sequences. So the input sequence must be divided into blocks and the successive blocks are processed separately one at a time and the results are combined later to yield the desired output sequence. In overlap save method , assume the length of the input sequence be L s and length of the impulse response is M. In this method,the input sequence is divided into blocks of data of size N=L+M-1. Each block consists of last (M-1) data points of previous block followed by L new data points to form a data sequence of length

N=L+M-1. For first block of data,the first M-1 points are set to zero

## Procedure:

1. Load the out file into VSK-6748 kit
2. Press the resume button to run the program

**Result:** Implemented the DFT of a given sequence using overlap save method in DSP hardware

**Overlap save Program: #include** <stdio.h>

**#include** <math.h>

**#define** size(x) **sizeof**(x)/**sizeof**(\*x)

**#define** PI 3.141592653589 //Pi, 12 decimal places

**#define** NS 4 //Fourier transform points

**#define** MS 2 //The number of butterfly operations, N = 2^M

//#define N 64 //Fourier transform points

//#define M 6 //The number of butterfly operations, N = 2^M

**int** xsample[] = {3,-1,0,1,3,2,0,1,2,1}; // input sample Xn

**int** hsample[] = {1, 1, 1}; // input impulse response Hn

//yn = {3,2,2,0,4,6,5,,3,3,4,3,1}; // output sample

**typedef double** ElemType; //The data type of the original data sequence can be set here

**typedef struct** //Define complex structure

{

ElemType real,imag;

}complex;

complex data[NS],xndata[NS],hndata[NS]; //Define the storage unit, the original data **and**

negative results are used

ElemType result[NS]; //Store the modulus of the complex number result after FFT

// Allocates a 2D array that can be accessed in the form arr[r][c].

// The caller is responsible for calling free() when done.

**void**\*\* **malloc2d**(size\_t rows, size\_t cols, size\_t element\_size) { size\_t header = rows \*

**sizeof**(**void**\*);

size\_t body = rows \* cols \* element\_size; size\_t needed = header + body;

**void**\*\* mem = malloc(needed);

**if** (!mem) {

**return** NULL;

}

size\_t i;

**for** ( i = 0; i < rows; i++) {

**void**\* col\_mem = mem + header + i\*rows\*cols\*element\_size; mem[i] = col\_mem;

}

**return** mem;

}

**void** \* **my\_malloc**(size\_t s)

{

size\_t \* ret = malloc(**sizeof**(size\_t) + s);

\*ret = s;

**return** &ret[1];

}

**void** \* **my\_realloc**(**void** \*ptr,size\_t s)

{

size\_t \* ret = realloc(ptr,**sizeof**(size\_t) + s);

\*ret = s;

**return** &ret[1];

}

**void my\_free**(**void** \* ptr){ free( (size\_t\*)ptr - 1);}

size\_t **allocated\_size**(**void** \* ptr){ **return** ((size\_t\*)ptr)[-1]/**sizeof**(ptr);} **int stagecnt**(**int**

X,**int** L){

// Computes quotient

**int** quo = X / L;

// Computes remainder

**int** rem = X % L; **int** temp; **if**(rem == 0) temp = quo;

## else

temp = quo + 1;

**return** temp;}

// Find maximum between two numbers.

**int max**(**int** num1, **int** num2){

**return** (num1 > num2 ) ? num1 : num2;}

// Find minimum between two numbers.

**int min**(**int** num1, **int** num2){

**return** (num1 > num2 ) ? num2 : num1;}

//Index

**void ChangeSeat**(complex \*DataInput)

{

**int** nextValue,nextM,i,k,j=0; complex temp;

nextValue=NS/2; //Indexing operation, that is, changing the natural order into the inverted order, **using** the Reid algorithm nextM=NS-1;

**for** (i=0;i<nextM;i++)

{

**if** (i<j) //If i<j, then index

{

temp=DataInput[j];

DataInput[j]=DataInput[i]; DataInput[i]=temp;

}

k=nextValue; //Find the next inverse order of j

**while** (k<=j) //If k<=j, the highest bit of j is 1

{

j=j-k; //Change the highest bit to 0

k=k/2; //k/2, compare the next highest bit, and so on, compare one by one, until a bit is 0

}

j=j+k; //Change 0 to 1

}

}

//Complex number multiplication

complex **XX\_complex**(complex a, complex b)

{

complex temp;

temp.real = a.real \* b.real-a.imag\*b.imag; temp.imag = b.imag\*a.real + a.imag\*b.real; **return**

temp;

}

## void FFT\_Xn(void)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(xndata); **for**(L=1; L<=MS; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(MS-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=NS-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/NS); W.imag = -**sin**(2\*PI\*P/NS);

Temp\_XX = XX\_complex(xndata[K+B],W); xndata[K+B].real = xndata[K].real - Temp\_XX.real; xndata[K+B].imag = xndata[K].imag - Temp\_XX.imag; xndata[K].real = xndata[K].real + Temp\_XX.real; xndata[K].imag = xndata[K].imag + Temp\_XX.imag;

}

}

}

}

## void FFT\_Hn(void)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(hndata); **for**(L=1; L<=MS; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(MS-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=NS-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/NS); W.imag = -**sin**(2\*PI\*P/NS);

Temp\_XX = XX\_complex(hndata[K+B],W); hndata[K+B].real = hndata[K].real - Temp\_XX.real; hndata[K+B].imag = hndata[K].imag - Temp\_XX.imag; hndata[K].real = hndata[K].real + Temp\_XX.real; hndata[K].imag = hndata[K].imag + Temp\_XX.imag;

}

}

}

}

## void IFFT(void)

{

**int** L=0,B=0,J=0,K=0;

**int** step=0; ElemType P=0,T=0; complex W,Temp\_XX;

//ElemType TempResult[N]; ChangeSeat(data); **for**(L=1; L<=MS; L++)

{

B = 1<<(L-1);//B=2^(L-1)

**for**(J=0; J<=B-1; J++)

{

P = (1<<(MS-L))\*J;//P=2^(M-L) \*J

step = 1<<L;//2^L

**for**(K=J; K<=NS-1; K=K+step)

{

W.real = **cos**(2\*PI\*P/NS);

W.imag = **sin**(2\*PI\*P/NS);//Inverse operation, here is the opposite sign of FFT

Temp\_XX = XX\_complex(data[K+B],W); data[K+B].real = data[K].real - Temp\_XX.real; data[K+B].imag = data[K].imag - Temp\_XX.imag; data[K].real = data[K].real + Temp\_XX.real; data[K].imag = data[K].imag + Temp\_XX.imag;

}

}

}

}

//OVERLAP ADD

**int main**(**int** argc, **char** \*argv[])

{

**int** i = 0,j = 0, k = 0; complex Temp\_XH;

**int** L = 2; // Block length here change **int** X = size(xsample);//length of x(n) **int** M = size(hsample);//length of h(n) **int** N = L + M -1;

**int** \*arr\_xn = my\_malloc(**sizeof**(**int**) \* (X+M-1+L));

**for**(i= 0;i<X+M-1+L;i++)// M-1 zero padding after the array

{

**if**(i< L) arr\_xn[i] = 0;

**else if** (i >= L && i < (X+L))

arr\_xn[i] = xsample[i-L];

**else** arr\_xn[i] = 0;

}

**printf**("Input sampleX[n]:");

**for**(i=0;i<X;i++)

{**printf**("%d",xsample[i]);}

**int** \*arr\_hn = my\_malloc(**sizeof**(**int**) \* (M+L-1));

**for**(i=0;i< M+L-1;i++)// L-1 zero padding after the array

{

**if**(i < M){

arr\_hn[i] = hsample[i];}

## else

arr\_hn[i] = 0;

}

**printf**("\n\n");

// for(i=0;i< M+L-1;i++){

// printf("%d",arr\_hn[i]);} **printf**("Input sampleH[n]:"); **for**(i=0;i<M;i++)

{**printf**("%d",hsample[i]);}

**int** n = stagecnt(X,L);

**int**\*\* x\_n = (**int**\*\*) malloc2d((n+1), N, **sizeof**(**int**)); **float**\*\* y\_n = (**float**\*\*) malloc2d((n+2), N, **sizeof**(**float**)); **for**(i=0;i<n+1;i++){

**for**(j=0;j<N;j++)

{ x\_n[i][j] = arr\_xn[k]; k++;} k = k -L;}

**printf**("\n\n");

**int** h;

**printf**("Hn: ");

**for**(i=0; i<NS; i++)//Manufacturing input sequence

{

// data[i].real = 2048.0 \* sin(2\*PI\*i/N); hndata[i].real = arr\_hn[i];//sin(2\*PI\*i/N);

**printf**("%lf ",hndata[i].real);

}

**printf**("\n\n"); FFT\_Hn();//Perform FFT calculation

/////////////////////////////////////////////////////////

**for**(h=0;h<n+1;h++)

// start fft inverse fft function

{

**printf**("\n\n");

**printf**("stage:%d",h);

**printf**("\n\n");

**printf**("Xn:");

**for**(i=0; i<NS; i++)//Manufacturing input sequence

{

// data[i].real = 2048.0 \* sin(2\*PI\*i/N); xndata[i].real = x\_n[h][i];//sin(2\*PI\*i/N);

**printf**("%lf ",xndata[i].real);

}

**printf**("\n\n"); FFT\_Xn();//Perform FFT calculation

// printf("\n\n");

// printf("FFT Xn: ");

// for(i=0; i<NS; i++)

// {printf("%lf ",sqrt(xndata[i].real\*xndata[i].real+xndata[i].imag\*xndata[i].imag));}

**for**(i=0; i<NS; i++){

Temp\_XH = XX\_complex(xndata[i],hndata[i]); data[i].real = Temp\_XH.real; data[i].imag = Temp\_XH.imag;

}

IFFT();//Perform FFT calculation

**printf**("\n\n");

// printf("IFFT: ");

**printf**("y\_n: ");

**for**(i=0; i<NS; i++)//Manufacturing input sequence

{

y\_n[h][i] = data[i].real/NS;

**printf**(":%f",y\_n[h][i]);

}

}

free(arr\_xn); free(arr\_hn); free(x\_n);

**int** xc = allocated\_size(arr\_xn);

**float** \*yn = (**float**\*)malloc((xc) \* **sizeof**(**float**)); h=0;**int** n\_d = 0;

**int** zp=L;

**for**(i=0; i<(xc); i++){

**if**(i<L)

yn[i]=0;

## else

{

yn[i]=y\_n[h][zp];

zp++;

**if**(zp >= N) zp=L; h++;

n\_d++; h=n\_d/L;

}

}

**printf**("\n\n");

**printf**("OVERLAP SAVE FFT\_IFFT:");

**for**(i=0; i<(xc); i++){**printf**("%f ",yn[i]);} free(y\_n); free(yn);

**return** 0;

}

# MATLAB PROGRAM

close All close All clear All clc

N=input('Enter the length of x(n) : '); x=rand(1,N); % Random N Numbers h=input('Enter the values of h(n)='); L=length(h);

N1=length(x); M=length(h); lc=conv(x,h);

x=[x zeros(1,mod(-N1,L)) zeros(1,L)]; N2=length(x);

h=[h zeros(1,L-1)];

H=fft(h,L+M-1); S=N2/L;

index=1:L;

xm=x(index); % For first stage Special Case x1=[zeros(1,M-1) xm]; %zeros appeded at Start point X=[];

for stage=1:S X1=fft(x1,L+M-1); Y=X1.\*H;

Y=ifft(Y); index2=M:M+L-1;

Y=Y(index2); %Discarding Samples X=[X Y];

index3=(((stage)\*L)-M+2):((stage+1)\*L); % Selecting Sequence to process if(index3(L+M-1)<=N2)

x1=x(index3); end

end; i=1:N1+M-1; X=X(i);

figure() subplot(2,1,1) stem(lc);

title('Convolution Using inbuilt function') xlabel('n');

ylabel('y(n)'); subplot(2,1,2) stem(X);

title('Convolution Using Overlap Save Method') xlabel('n');

ylabel('y(n)');